Experiences with an Algorithm Recommender System

Naren Ramakrishnan
Department of Computer Science
Virginia Tech, VA 24061
Tel: (540) 231-8451
naren@cs.vt.edu

INTRODUCTION

There is now a significant amount of mathematical and
scientific software available on the web. Much of it is
accessible if we know ‘what we want’ and ‘where it is’.
However, the obstacles of selecting the best algorithm
for a particular problem and subsequently finding an
appropriate software implementation are often difficult
and sometimes even impossible to surmount. As an ex-
ample, it is estimated that there are nearly 10 million
software modules for numerical quadrature that are po-
tentially interesting and significantly different from one
another! This paper outlines experiences with an algo-
rithm recommender system — PYTHIA — that selects
software modules on the web, given problem instances
and user specified constraints.

One of the main research issues in algorithm recommen-
dation is understanding the fundamental processes by
which knowledge about scientific problems and their so-
lutions is created, validated and communicated. While
some of this knowledge could come from experts the
field, other knowledge would be mined from experimen-
tal data or learnt by the system automatically as a result
of experience.

ALGORITHM RECOMMENDATION

Algorithm recommendation is similar to traditional ap-
plications of recommender systems (like book and movie
recommenders) in many ways. For instance, both of
them embody the notion of profiling: a recommender
system is only as effective and accurate as its user pro-
files, their coverage of the application domain and the
performance of the recommender improves with ‘experi-
ence’. However, algorithm recommendation also entails
significant differences and interesting problems:

e While there is an inherent uncertainty in interpreting
and assessing the performance measures of a particu-
lar algorithm for a particular problem, ratings and/or

evaluations can be computed objectively and auto-
matically by performance evaluation systems and it
is not necessary to involve a human in the loop. For
example, the performance database server [4] and the
NetSolve project (at Oak Ridge National Labs) [1] to-
gether provide a facility to run experiments and cata-
log benchmark performance data on standardized test
problems. Within each sub-domain, there is consid-
erable agreement on what performance measures are
deemed important, how test collections should be or-
ganized, what kinds of features (of problems) are con-
sidered relevant and so on.

An algorithm recommender system is often required to
justify the rationale for its recommendation (scientists
and engineers would be experts at building models in
their particular domain, but novices at understand-
ing the intricacies of these mathematical models and
the software systems required to solve them). It thus
needs to communicate effectively with user(s) who will
have very little background of actual algorithms and
their performance. Furthermore, such a system is ex-
pected to provide ‘What-If’ design scenarios that ex-
plore the space of possible alternatives for recommen-
dations.

In traditional recommenders, features of the problem
instance are easily obtained, either explicitly or via
simple ‘parsing’ of the input. However, the cost and
complexity to identify, characterize and measure fea-
tures is very high in algorithm recommendation. For
example, to test numerically if a matrix is ‘positive
definite’ is usually much more expensive than the ac-
tual computation to be performed! Thus the useful-
ness of this feature is limited to those cases where
‘positive definiteness’ is measured from symbolic apri-
ori information.

Depending on the way the problem is (re)presented,
the space of applicable algorithms changes; some of
the best algorithms sacrifice generality for performance
and have specially customized data structures and
routines fine tuned for particular problems or their
reformulations. A good algorithm recommender sys-
tem should take this into account while assisting the
user.
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Figure 1: Partial View of the GAMS Taxonomy.

DESIGN OF THE PYTHIA SYSTEM

The PYTHIA scientific recommender system [5] uses a
database of problems (and their features), algorithms
(and their characteristics) to mine rules that correlate
the effect of problem features with algorithm perfor-
mance. In addition, it interfaces with the GAMS math-
ematical software repository (http://gams.nist.gov) to
provide an URL where a software module implementing
this algorithm can be obtained. GAMS provides conve-
nient access to thousands of software modules physically
distributed among several Internet repositories. It sup-
ports search for appropriate modules by problem, key-
word or name. Objects that can be downloaded include
abstracts for the routines, documentation, examples and
source code. GAMS’s main contribution to scientific
software is its tree structured taxonomy that helps de-
termine appropriate modules for problem classes. A par-
tial view of the taxonomy is shown in Fig. 1.

As shown, the problem class I refers to modules for
solving differential and integral equations, 12 indexes
to modules for PDEs, 12b is for elliptic boundary value
problems, 12b1 is for linear elliptic boundary value prob-
lems and so on. GAMS functions in an interactive mode,
guiding the user from the top of a classification tree to
specific modules as the user describes the problem in
increasing detail. During this process, many features of
the problem are determined, indirectly from the user.
However, at the ‘leaves’, there still exist several choices
of algorithms for a specific problem instance. The entire
GAMS tree has around 750 nodes, indexes over 10,000
software modules, and is quite elaborate.

The combined PYTHIA-GAMS system can now be pub-
licly accessed at http://www.cs.purdue.edu/research/
cse/pythia or through the traditional GAMS interface
with a specially designed proxy web server (For details
on the implementation, we refer the interested reader
to [6]). PYTHIA recommends algorithms for three do-
mains of the GAMS taxonomy: H2a (one dimensional
integration), I12blala and I12bla3 (elliptic partial differ-
ential equations). We now detail some of the research

issues involved in building recommender systems for sci-
entific domains:

e AT techniques for organizing and selecting recommen-
dations and the use of domain specific restrictions for
the management of recommendation spaces. For ex-
ample, PYTHIA uses syntactic and semantic restric-
tions on the nature of the induced hypotheses to re-
duce the search space of possible recommendations [8].

e Identifying various kinds of ‘recommendation prim-
itives’ such as those involving link analysis, hybrid
reasoning, constraint reasoning and constructive in-
duction [5].

e Design of recommender systems around existing infor-
mation infrastructures such as network repositories,
cross indices and web-based information warehouses
[6].

e Software kernels for creating recommender systems [2,
7).

e Information integration from multiple recommender
systems [3]. PYTHIA’s methodology is both content-
based (in that recommendations are based on specific
features of the user input) and collaborative (multiple
recommender systems can interact and help to identify
a good resource).

e Mining for recommendations from trace and perfor-
mance data [8].

e Updating the basis for recommendations dynamically
(allowing the system to function online) [8].

PYTHIA’s design is intended to address many of these
issues. In addition, the host problem-solving environ-
ment could monitor the progress of algorithms recom-
mended and provide feedback data (about run-time ex-
ceptions, errors and unmet constraints) so that PYTHIA
could update its ‘basis’ (the rule bank) automatically. A
sample recommendation from PYTHIA might be: ‘Use
the 5-point star algorithm with a 200 X 200 grid on an
NCube/2 with 16 processors: Confidence: 0.85, Soft-

ware available at http://math.nist.gov/cgi-bin/gams-serve/
list-module-components/ELLPACK/1-14-46 /13058 .html.”

For an empirical evaluation of PYTHIA, we refer the
reader to [7].

INTERACTION WITH PYTHIA

PYTHIA is an important instructional aid for compu-
tational science. In particular, it uses terminological
descriptions (also known as description logics) of do-
main entities to influence algorithm recommendation.
This property is central for the creation of intelligent
tutoring systems [9]. Such descriptions permit the use
of subsumption and difference operators that are use-
ful for providing explanations, decompositions and user
modeling. Here are a few examples:

e Consider the concepts ‘elliptic partial differential equa-
tions’ (C1), ‘partial differential equations’ (C2) and
‘elliptic’ (C3). If PYTHIA needs to solicit informa-
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Figure 2: Example recommendation from the PYTHIA
system. In addition, PYTHIA identifies the closest
matching problem in its database that has character-
istics most similar to the one presented by the user.

tion pertaining to C1 to make a recommendation, and
the user is an ‘expert’ in C2 (and C3), the difference
operation C'1 — C?2 results in the description ‘elliptic’,
thus decomposing the original problem into smaller
subproblems that can be addressed by the user.

e Consider the case when a user identifies that algorithm
X is good for any problem with ‘a mixed boundary
condition and a self-adjoint operator’, whereas the rec-
ommender rules suggest that the algorithm is actually
effective when the problem has just a ‘mixed bound-
ary condition’. PYTHIA can construct the difference
that tells the user that ‘self-adjoint operator’ is not
needed to determine the applicability of algorithm X.

e This facility can also be used to remove redundant in-
formation from descriptions (as shown in Fig. 2) where
parts of information that the user already knows can
be safely omitted (In the example here, the window
does not show aspects of the computing environment,
which were subsumed by the user’s input description.
The GAMS URL is also not specified since the user
accessed the system through the GAMS web page.)

e This can also aid in collaboratively identifying a com-
munity of users with similar descriptions (like ‘scien-
tists who are familiar with adaptive algorithms but
not non-adaptive algorithms’). In addition, PYTHIA
can be used to create versions of GAMS tailored to
specific applications.

FUTURE DIRECTIONS

We plan to expand PYTHIA into a tool for the entire na-
tional science and engineering community and to explore
ways to extend our implementations to less structured
domains of scientific software. PYTHIA would help sci-
entists and engineers achieve increased levels of interac-
tivity as they work together to solve common problems.
Further, it will enable and hence encourage an increased
flow of information and knowledge among these scien-
tists, their organizations and professional communities.
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